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The OSI (Open Systems Interconnection) model provides a structured approach to networking, allowing
for clear, layer-by-layer analysis and understanding of how data moves across networks. This guide provides
practical insights and example Python programs to demonstrate each layer’s function. These examples
highlight key functions at each layer, with a focus on real-world applications.

Tip

For a theoretical overview, check out my companion article on the OSI model by clicking the following
link - The Open Systems Interconnection (OSI) Model

Layer-by-Layer Exploration with Code Examples

Layer 1: Physical Layer

The Physical layer concerns hardware and signal transmission across cables, connectors, and switches. Al-
though we typically don’t write code for this layer, a simple Python script can monitor network connectivity,
which helps diagnose basic physical layer issues.

Example: Checking Network Connectivity (Python)

import os

def ping(host):

response = os.system(f"ping -c 1 {host}")

if response == 0:

print(f"{host} is up!")

else:

print(f"{host} is down!")

ping("8.8.8.8") # Pings Google DNS to test connectivity

This script pings an IP address. If the host is unreachable, it may indicate physical layer issues like a
disconnected cable.

https://neuralnets.dev/posts/computer-networks/osi-theoretical
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Layer 2: Data Link Layer

The Data Link layer handles direct node-to-node data transfer and data integrity over a physical link. Li-
braries like scapy allow Python to create and send Ethernet frames, providing insight into Layer 2 operations.

Example: Sending an Ethernet Frame with Scapy

from scapy.all import Ether, sendp

packet = Ether(dst="ff:ff:ff:ff:ff:ff") / "Hello, Network!"

sendp(packet, iface="eth0") # Replace 'eth0' with the correct interface name

This example sends a broadcast Ethernet frame, using scapy to work directly with MAC addresses. Such
tools are valuable for testing and diagnosing Layer 2 issues within a LAN.

Layer 3: Network Layer

The Network layer routes packets across different networks, using logical addresses (IP addresses). Python’s
socket library enables basic IP packet manipulation.

Example: Creating an IP Packet

import socket

def send_ip_packet(target_ip):

s = socket.socket(socket.AF_INET, socket.SOCK_DGRAM)

s.sendto(b'Hello Network Layer', (target_ip, 80))

s.close()

send_ip_packet("192.168.1.1") # Replace with target IP address

This script sends a UDP packet to a specified IP. If no response is received, the problem might lie in
Layer 3 routing or IP configuration.

https://neuralnets.dev
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Layer 4: Transport Layer

The Transport layer is responsible for end-to-end communication. Protocols like TCP and UDP live here,
handling data transfer reliability and flow control.

Example: Simple TCP and UDP Connections

import socket

def tcp_client():

with socket.socket(socket.AF_INET, socket.SOCK_STREAM) as s:

s.connect(("example.com", 80))

s.sendall(b"GET / HTTP/1.1\r\nHost: example.com\r\n\r\n")

data = s.recv(1024)

print("Received:", data.decode())

tcp_client()

# TCP Example (Reliable)

# This TCP client fetches a webpage. Connection issues can point to Layer 4 problems,

# such as packet loss or TCP handshake issues.

import socket

def udp_client():

s = socket.socket(socket.AF_INET, socket.SOCK_DGRAM)

s.sendto(b"Hello, UDP", ("8.8.8.8", 53))

s.close()

udp_client()

# UDP Example (Unreliable)

# This script sends a UDP packet to a DNS server.

# UDP’s connectionless nature makes it ideal for applications needing speed over

# reliability, such as streaming.

https://neuralnets.dev
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Layer 5: Session Layer

The Session layer manages sessions and keeps connections alive as long as needed for data exchange. Python’s
requests library helps maintain session states for HTTP requests.

Example: Maintaining a Session with requests

import requests

session = requests.Session()

session.get("https://httpbin.org/cookies/set/sessioncookie/123456789")

response = session.get("https://httpbin.org/cookies")

print(response.text)

This example uses a session to retain cookies across multiple requests, demonstrating how the session
layer maintains continuity for applications needing consistent communication.

Layer 6: Presentation Layer

The Presentation layer handles data formatting, encryption, and compression. Encoding and decoding are
common functions here.

Example: Data Encoding and Decoding

import base64

data = "Hello, Presentation Layer"

encoded_data = base64.b64encode(data.encode())

print("Encoded:", encoded_data)

decoded_data = base64.b64decode(encoded_data).decode()

print("Decoded:", decoded_data)

This script encodes and decodes data with Base64, showing how the Presentation layer ensures that data
formats remain consistent for interoperability between systems.

https://neuralnets.dev
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Layer 7: Application Layer

The Application layer interfaces directly with end-user applications, supporting HTTP, FTP, SMTP, and
other protocols.

Example: HTTP Request with Python’s requests

import requests

response = requests.get("https://jsonplaceholder.typicode.com/todos/1")

print("Response JSON:", response.json())

This script requests data from a web server, using HTTP. Issues at this layer typically involve application
configurations or protocol mismatches.

Why the OSI Model Matters in Practice

The OSI model provides a systematic approach for troubleshooting and network design:

1. Layer 1 (Physical): Issues like faulty cables or hardware can cause connectivity loss.

2. Layer 2 (Data Link): Excessive traffic or packet collisions may signal MAC conflicts or ARP issues.

3. Layer 3 (Network): Slow or disrupted routing often involves IP conflicts or routing errors.

4. Layer 4 (Transport): Dropped packets can indicate issues with TCP or UDP configurations.

5. Layer 5 (Session): Session timeouts might reflect misconfigured session controls.

6. Layer 6 (Presentation): Encoding errors can arise from mismatched encryption or compression
settings.

7. Layer 7 (Application): Problems here are often related to specific applications or protocols.

Conclusion

Understanding the OSI model’s layers allows for targeted troubleshooting, making it easier to pinpoint and
resolve network issues. By following this framework, you can design reliable, scalable networks and quickly
diagnose connectivity problems from the physical hardware up to the software layer.
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